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Abstract 

Database-driven information systems are nowadays widespread in various application 

domains. The technologies employed to manage the database itself are generally built on 

the same data model – the relational model – and their evolution is mainly related to their 

physical performances, without significant changes in their conceptual foundation. By 

contrast, the user interface development technologies are changing at an increasing pace, 

which cause important problems related to learning costs and compatibilities with the 

existing systems. This paper provides a set of qualitative metrics which can be used to 

evaluate and compare different technologies, based on the most important conceptual 

objectives of database-driven information systems. 
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1. Introduction 

Current technologies used to develop database-

driven information systems can be classified in two 

distinct categories [1], [2]: 

 The database management systems, used to 

build and maintain the integrated community 

view of the system; 

 The development languages, used to develop 

the user views of the system, including all the 

user-specific data, presentation rules, and the 

necessary transformations needed to map 

every user view with the community view. 

The database management systems are generally 

built around the relational model [3], which constitutes 

the common ground for the conceptual design of the 

community view, with all the advantages related to 

metadata compatibility and language standardization 

(e.g., the SQL standard [4]).  

On the other hand, the development technologies 

used to specify the user views of the system don’t share 

a common data model and require specific training for 

the application developers. Moreover, these 

technologies are changing at an increasing pace, which 

cause important problems related to learning costs and 

compatibilities with the existing systems. 

This paper proposes a set of qualitative metrics, 

which can be used to compare different technologies, 

so that the developers can make the best choices, based 

on a consistent set of evaluation criteria. 

The proposed evaluation metrics could become a 

valuable tool for the researchers of this field, by 

emphasizing the conceptual advantages of a certain 

research direction over another. 

Section 2 introduces the conceptual foundation on 

which the metrics are conceived, Section 3 contains the 

definition of the proposed metrics, with an example of 

application, and Section 4 concludes by identifying the 

research directions revealed by the evaluation metrics.  

 

2. Information systems’ classical objectives 

In this chapter we will discuss the objectives of the 

information systems, which were always important for 

the development community, and which explain the 

evolution of the technology in this field. 

The first objective considered is related to the 

structural specification, through metadata, of the 

application domain’s semantical constraints – as 

opposed to the procedural approach, where these 

constraints are expressed by the explicit specification 

of a sequence of CRUD (create, retrieve, update, 

delete) operations. 

In the structural (data-oriented) approach, the 

information system’s processes are specified as a 

sequence of transitions from a consistent state of the 
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database to another. In this case, the database 

management system would be able to (automatically) 

keep the database consistent. Thus, the information 

system can react with ‘intelligence’, doing nothing else 

than to preserve anytime the consistency of the 

database [5]. The entire semantic content of the 

system, including its “business rules” [6], [7], [8], [9], 

would then be specified through the system’s 

metadata. Consequently, any change of the system 

requirements would determine some changes of the 

system’s declared metadata, which would take the role 

of the information system’s DNA [10]. 

By contrast, in a procedural approach, when the 

information system’s procedures are defined as a 

sequence of CRUD operations, every specification of 

a system procedure should check if any of those CRUD 

operations violated the consistency of the entire 

system. Any change in system requirements would 

generate new sequences of procedural code, which 

usually have to be specified be the developer. 

The first objective of the information systems can, 

thus, be expressed as the possibility to formulate 

declarative specifications, following a structural, data-

oriented, approach to system development, as opposed 

to the procedural, process-oriented, approach. 

The second objective identified is the possibility to 

accept new categories of users in the system, with 

minimal disturbances in the activity of the existing 

users. This objective’s goal is to protect the existing 

users from the system specification changes, 

determined by the subsequent expansion of the system.  

Under the ANSI-SPARC recommendations, first 

published in 1975 [2], [1], database systems address 

this objective through an architectural distinction 

between the integrated community view and the various 

user views of the system. The separation of the external 

level of the system from the conceptual level is meant 

to provide logical data independence – through which 

the database systems achieve the second objective 

formulated above. 

The third objective considered is the possibility to 

change the technology without other changes related to 

the way in which data is defined and/or perceived by 

the users. This objective’s goal is to be able to increase 

the physical performances (e.g., computing power, 

response time), without any additional development 

and/or operating costs. 

Database systems address this objective, under the 

same ANSI-SPARC recommendations, through the 

architectural separation between the logical 

specification of the database (compatible with a certain 

logical data model) and its physical implementation. 

The degree in which the system can be specified at the 

logical level, without the need to access the physical 

level, would determine the degree of physical data 

independence ensured by the system. 

The fourth objective considered is the possibility 

to define the system at a high level of abstraction, as 

close as possible to the natural language. This 

objective’s goal is to reduce the development and 

maintenance costs, through improvements related 

mainly to the learning curve of the development 

technologies. Moreover, a higher level of abstraction 

in system definition implies a reduction of the 

development time, through the automatic generation of 

the physical specifications, based on the data models 

employed at the logical level. 

An important challenge related to this objective is 

to achieve a certain level of abstraction at which the 

end users will be able to define the system themselves, 

using business-specific concepts and terms, without 

any other programming skills, determined by the 

implementation technologies. 

 

3. Qualitative evaluation metrics for 

development technologies 

The information systems objectives formulated in 

the previous section provide a valuable conceptual 

support for a set of qualitative evaluation metrics for 

current and futures development technologies.  

Regarding the first objective, which refers to the 

declarative specification of the system, we considered 

two possible choices (the first being the desirable one): 

1. The data-oriented (declarative) approach; 

2. The process-oriented (procedural) approach. 

Concerning the second objective formulated in 

Section 2, which refers to the logical data 

independence, we also considered two opposite 

choices (the first being the desirable one): 

1. The implicit realization of the logical data 

independence, based on the meta-metadata 

compatibilities between the data model used to specify 

the user views, and the data model used to specify the 

community view, respectively; 

2. The explicit realization of the logical data 

independence, through the complete specification of 

the necessary transformations/mappings between the 

data structures existent at the community level and 

those exposed at every user view level. 

In all the cases with a low level of compatibility 

between the data structures employed for community 

view schema (e.g., the relations, in relational 

databases) and those employed for user view schemas 

(e.g. the collections of objects, in object-oriented 

technologies), there is a significant development effort 

to specify the necessary mappings between the 

corresponding data structures [11]. The usage of 

dedicated software tools, developed to overcome the 

so called “impedance mismatch” [12], [13] between 

the relational model and the object-oriented data 

abstractions, generically called ORMs (object-

relational mapping) [14], [15], [16], generates 

significant development and maintenance costs, which 

could only be overcome through a higher compatibility 

at the data models’ level. 

For the third objective considered, related to the 

physical data independence, there are, also, two 

possibilities (the first being the desirable one): 

1. A high degree of physical data independence, 

ensured by the abstract (mathematical) definition of 
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the data model employed at the logical level of the 

system; 

2. A low degree of physical data independence, 

when a significant part of the information system 

cannot be defined at the logical level, and it needs 

some physical level specifications. 

Considering the fourth objective, the one which 

refers to the abstraction level of the system’s 

specifications, we considered four possibilities (in a 

descending order of desirability): 

1. The system is specified at the external level; 

2. The system is specified at the conceptual 

level; 

3. The system is specified at the logical level; 

4. The system is specified at the physical level. 

The evaluation metrics defined above, synthesized 

in table 1, are extremely useful to compare different 

classes of technologies, like the relational database 

systems (RDBMSs), currently used to define the 

community view, and the object-oriented development 

languages, currently used to define the user views.  

 
Table 1: The proposed qualitative metrics 

Metrics Possible options 

1. Declarative 

specification of the 

system  

1. Declarative approach 

2. Procedural approach 

2. Logical data 

independence 

1. Implicit realization 

2. Explicit realization 

3. Physical data 

independence 

1. High degree 

2. Low degree 

4. Abstraction level for 

system specification  

1. External level 

2. Conceptual level 

3. Logical level 

4. Physical level 

 

If we consider the declarative/procedural metrics, 

we observe that, although current commercial 

implementations of the relational model do not support 

the entire declarative apparatus facilitated by the 

mathematical definition of the model [17], [18], they 

still provide declarative features, determined by the 

implementation of an essential data constructor (i.e., 

the relation), and the automatic enforcement of a 

predefined set of integrity constraints (e.g., the primary 

keys, the alternate keys, the foreign keys). 

Consequently, the relational systems are, essentially, 

declarative systems, due to their theoretical support, 

provided by the mathematical definition of their data 

structures, operators, and integrity constraints. The 

same conclusion could be drawn for any other class of 

technologies based on other data models, as long as the 

respective models provide the same kind of 

mathematical support as the relational model [19], 

[20]. 

Considering the object-oriented application 

development technologies, they usually provide some 

declarative support through certain design patterns that 

model typical business processes, but, in the general 

case, they need procedural specifications in order to 

model the behavior of the user interface (i.e., the 

presentation rules [5]) generated by every CRUD 

operation initiated by the end-user.  

As we have already discussed, at the current stage 

of the technology, the logical data independence 

comes with the price of the explicit mappings between 

the community view’s relational data, at one hand, and 

the collections of objects used to present the user views 

of the system, at the other hand. 

On the contrary, using at the user views’ level a 

data-model driven technology would provide implicit 

data structure mappings with the community data, 

provided that the data structures of the considered data 

model do have a native matching with the relational 

data. 

Moreover, if the development technology is a data-

model driven one [21], [22], the respective technology 

could provide a high degree a physical data 

independence, since the respective data model comes 

with an abstract, mathematical definition [19], [20]. 

That is not the case for the object-oriented 

technologies, which need, at some point, to ‘brake’ the 

encapsulation and to write some physical 

specifications, in order to define the system behavior 

determined by the CRUD operations initiated by the 

end-user [1]. 

Table 2 contains the results obtained by comparing, 

under the proposed evaluation metrics, the current 

object-oriented technologies with a data model driven 

technology, developed around a logical data model, 

derived from the relational model, and adapted for user 

view logical modeling.  

 
Table 2: Data-model driven technologies vs. current 

technologies 

 Data-model 

based 

technologies 

 

Current 

development 

languages 

(object-

oriented) 

1. Declarative 

specification of 

the system  

Declarative 

(data-

oriented) 

approach 

Procedural 

(process-

oriented) 

approach 

2. Logical data 

independence 

Implicit 

realization 

Explicit 

realization 

3. Physical data 

independence 

High degree Low Degree 

4. Abstraction 

level for system 

specification  

Logical level Physical 

level 

 

From Table 2 it can be seen that a data-model 

driven approach would better satisfy the general 
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objectives of the information systems than current 

development languages. 

 

4. Conclusions 

Application development technology is changing 

so fast, that the professional community is struggling 

to keep up with its evolution. In this context, we need 

some well founded criteria which would support the 

developers to make the most appropriate choices, 

generating long term benefits related to technology 

switching cost and system maintenance.  

Using four of the most important objectives of the 

information systems, which were always followed by 

the professionals of the field, we defined a set of 

qualitative metrics which can be used to evaluate and 

compare different development technologies. 

Like it can be seen from the previous section, the 

proposed evaluation metrics can be used not only to 

compare two specific technologies, but to compare 

different classes of technologies, guiding the 

researchers of the field towards the best development 

directions. Thus, considering the application of the 

evaluation metrics presented in table 2, we can 

conclude that future research on development 

technologies should concentrate on data-model driven 

technologies, which would allow the declarative 

specification of the information system, would ensure 

the logical data independence at minimal costs, would 

ensure a high level of physical data independence, and, 

not least, would provide the logical support for high 

level system specifications. 
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